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Abstract. The requirement for higher reliability and availability of systems is
continuously increasing even in domains not traditionally strongly involved in
such issues. Particularly, in Resource Constrained Embedded Systems (RCES)
solutions are expected to be efficient, flexible, reusable on rapidly evolving hard-
ware and of course at low cost. Model driven approaches can be very helpful for
this purpose. In our work, we propose a study associating model driven technol-
ogy and patterns development to build Security and Dependability (S&D) RECS
applications.
The contribution of this paper is focused on design technique to assist developers
of S&D patterns. We use meta-modeling techniques to capture the structure of
S&D patterns at even greater level of abstraction. Then, modeling techniques are
used to define pattern and to specify them for several domains. Hence, models
are used as first class citzen all along the development process. This is yield an
homogeneous way to catalog them in the form of repository of models and to
integrate them in a MDE process to build trusted applications in RCES for sev-
eral domains. As a proof of concept, we examine a dependability pattern from
industrial control system domain: a Majority Voter.
Key words: Resource Constrained Embedded Systems, Security, Dependability,
Patterns, Meta-model, Model Driven Engineering.

1 Introduction

Resource Constrained Embedded Systems (RCES) refers to systems which have mem-
ory and/or computational processing power constraints. RCES are becoming increas-
ingly complex and have various communication interfaces. Therefore, they have to be
seen in the context of bigger systems or complete infrastructures. Consequently, their
non functional requirements such as security and dependability (S&D) [18] become
more important as well as more difficult to achieve. The integration of S&D requires
the availability of both application expertise and S&D expertise at the same time. Most
organizations developing RCES have limited S&D expertise.

The concept of security and dependability patterns [23, 11, 24, 6, 22] as a well-
understood solution to a recurring information security and dependability problem was



introduced to support the system engineer in selecting appropriate security or depend-
ability solutions. However, most security patterns are expressed in a textual form, as
informal indications on how to solve some (usually organizational) security problems.
Some of them use more precise representations based on UML diagrams, but these
patterns do not include sufficient semantic descriptions in order to automate their pro-
cessing and to extend their use. Furthermore, there is no guarantee of the correct appli-
cation of a pattern because the description does not consider the effects of interactions,
adaptation and combination. This makes them not appropriate for automated processing
within a tool-supported development process. Finally, because this type of patterns is
not designed to be integrated into the user systems but to be implemented manually, the
problem of incorrect implementation (the most important source of security problems)
remains unsolved.

In RCES systems, solutions are expected to be efficient, flexible, reusable on rapidly
evolving hardware and of course at low cost [20]. Solutions are usually concrete tech-
nologies for a specific domain (avionics, automotive, transports and energy). Model-
Driven Engineering (MDE) provides a very useful contribution for the design of trusted
systems, since it bridges the gap between design issues and implementation concerns.
It helps the designer to specify in a separate way non-functional requirements such as
security and/or dependability issues at an even greater level that are very important to
guide the implementation process. The TERESA project3 is aimed at defining, demon-
strating and validating an engineering discipline for trust that is adapted to resource
constrained embedded systems. We propose a study associating model-driven technol-
ogy and patterns development to deal with the design of trusted applications.

While most of works about patterns do not propose flexible and generic techniques
to encode them, this paper proposes a model-based patterns for security and depend-
ability. The formalization is based on common concepts related to a number of sectors
in RCES (automotive, home control, industry control, metering, ..). The goal here is not
merely to explore patterns properties, but to identify special artifacts that can be used
for specifying S&D patterns in RCES. That is, we seek a language that aims at struc-
turing them in order to make easy their use in a software building process. To achieve
this purpose, we build on three main currents in S&D patterns research: (i) To give
an understanding level for each actor using these patterns, for example security expert
and domain expert, (ii) To find a structured way to express security and dependability
issues in a simple way, (iii) To express dependencies between patterns.

The rest of this paper is organized as follows. Section 2 provides some reminders
about tools used in our contribution. In Section 3, we introduce our approach through
a short description. Then, Section 4 details our modeling framework to encode S&D
patterns in the context of RCES. As a proof of concept, we examine in Section 5 a
notable example with dependability requirements: Majority Voter. In Section 6, we
briefly review most related work. Finally, Section 7 concludes this paper with a short
discussion about future works.

3 This work has been performed in the context of the FP7 TERESA project (http://www.teresa-
project.org).



2 Background

The supporting research of Security and dependability includes system architecture,
design techniques, validation, modeling, software reliability and real time processing.
Before we embark on discussing any aspect of security and dependability in RCES, we
have to outline different tools used in our proposed approach including RCES, S&D
patterns and MDE.

2.1 Resource Constrained Embedded Systems

An embedded system [25, 13, 15] is a system that is composed of two mainly parts,
software and hardware, and which evolves in a real world environment. Embedded
systems concern several domains like: aerospace, military, communication (mobile,
gps,...), medical, automotive, avionic, home control, the industry control, the metering
sector. Embedded systems are not classical software, which can be built by using clas-
sical paradigms. Indeed, software and hardware constraints must be taken in account
together.

Resource constrained embedded systems (RCES) refers to systems which have
memory and/or computational processing power constraints. They can be found liter-
ally everywhere, in many application sectors such as automotive, aerospace, and home
control. They are in many types of devices, like sensors, automotive electronic control
units, intelligent switches, and home appliances such as washing machines and meters.
In addition, they have different form factors, e.g. standalone systems, peripheral sub-
systems, and main computing systems. Many RCES also have assurance requirements,
ranging from very strong levels involving certification (e.g. DO178 and IEC-61508
for safety-relevant embedded systems development) to lighter levels based on industry
practices.

2.2 Patterns and S&D Patterns

The concept of pattern was first introduced by Alexander [2]. A pattern deals with a
specific, recurring problem in the design or implementation of a software system. It
captures expertise in the form of reusable architecture design themes and styles, which
can be reused even when algorithms, components implementations, or frameworks can-
not. We adopt from Buschmann [3] the following definition: A pattern for software ar-
chitecture describes a particular recurring design problem that arises in specific design
contexts, and presents a well-proven generic scheme for its solution. That is, patterns
have been considered as a suited solution to enhance the construction of software with
support of functional and non functional properties.

Today, design patterns are considered as fundamental technique to build software by
capitalizing knowledge to solve occurring problems (in many specific domains). Design
patterns are medium-scale patterns comparing to architectural patterns but they are at
a higher level than the programming language. The application of a design pattern has
no effect on the fundamental structure of a software system, but may have a strong
influence on the architecture of a subsystem (components).



With regard to security and dependability aspects, Yoder and Barcalow [23] were
the first to work on security pattern documentation. However the typical structure of a
security pattern is presented in [20].

2.3 Model Driven Engineering

Model Driven Engineering (MDE) is a form of generative engineering [19], in which
all or a part of an application is generated from models. It looks promising since it
offers tools to deal with the development of complex systems improving their quality
and reducing their development cycles. The development is based on model approaches,
meta-modeling, development process and execution platforms.

As presented in [9], MDE may be considered form tow points of view: method-
ologists and developers. From methodologists an MDE process should define levels of
abstraction, the modeling notations, the abstract syntax, how refinements are performed,
how can a model be verified against the upper level model and how can it be validated.
Developers consider the application of an MDE process as a models driven refinement
steps.

2.4 Role in S&D for RCES

The integration of S&D in RCES requires the availability of both application exper-
tise and S&D expertise at the same time. In fact, S&D could also require both specific
security expertise and specific dependability expertise. Most organizations developing
RCES have limited S&D expertise. In software engineering, patterns are considered
as an efficient tool to reuse specific knowledge. For security & dependability we can
encapsulate some experience in the design of such systems through the definition of
specific design patterns. For instance, S&D patterns are well suited to be used in embed-
ded real time systems. Then, the implementation may be achieved using model based
engineering tools devoted to this field.

In this work, we focus on patterns specification providing two levels of abstraction:
generic and specific. For S&D patterns, we can encapsulate some experience in their
design through the definition of a set of artifacts and levels of abstraction. It follows,
we use modeling tools such as UML, its profiles and MDE to specialize such patterns
to specific domains.

3 Our approach in a Nutshell

There are several representations of patterns. For example textual descriptions [10],
diagrams with notations such as UML object, most often accompanied by examples of
code to complete the description. When restricted to use pattern for documentation, or
when pattern are simply used for modeling, these representations are quit sufficient.
However, these representations are not useless in the development of systems.

The key ideas of the new approach presented here are: To capture appropriate char-
acteristics of security and dependability patterns in RCES, to utilize several views, to
limit the information required to build patterns, and to limit the number of interactions



with non specialized users to choose a pattern. Applying these ideas, we obtain a new
engineering process to develop S&D patterns with the desired complexity of use.

The main difficulty to overcome in the implementation of S&D patterns in RCES
is how to avoid the cost of building a pattern for each S&D properties and/or for each
domain. One way to obtain high level of abstraction is to make use of meta-modeling
techniques. Informally, a pattern has several views with regard to the considered level
of abstraction. This decomposition and separation of uses illuminates how to create,
to specialize and to store patterns. This implies that a pattern is created at high level
abstraction and then it will be transformed into more specific one. This can be accom-
plished by combining meta-modeling and model driven engineering techniques such
that specific artifacts are derived from more generic ones. The main idea of our pro-
posal is to use three levels of abstraction. Then, each level (see Fig. 1) can be created
form artifacts of the higher level. In our concerns, we propose the following levels of
abstraction:

Pattern Fundamental Structure (PFS)

Domain Independant Pattern  Model (DIPM)

Domain Specific Pattern  Model (DIPM)

Instantiation

Refinement

Fig. 1. An overview of the proposed formalization

The key ideas of the approach presented here are: To capture appropriate charac-
teristics of security and dependability patterns in RCES and to utilize several views.
Applying these ideas, we obtain a new engineering process to develop S&D patterns
with the desired complexity of use. The technique, as shown in Fig. 1, is based on three
levels of abstraction:

1. Pattern Fundamental Structure (PFS): At the pattern fundamental structure level, a
meta-model defines a flexible structure of patterns with S&D and RCES properties;

2. Domain Independent Patten Model (DIPM): Then, it is possible to specify and
develop patterns by a model. First, the pattern model is domain independent and;

3. Domain Specific Pattern Model (DSPM): Finally, it is refined for adding domain
specific informations.



Each level is discussed in the next sub-sections. We sketch a few notable example
next. For clarity’s sake, we use UML notations to describe such levels.

4 S&D Patterns Development Life Cycle

The goal is to construct a common representations of S&D patterns for several domains
in RCES. Now we explain in depth the three layers and we sketch a few notable example
next.

4.1 Fundamental Structure of S&D Patterns (PFS)

This section is about the representation of S&D patterns at a high level of abstraction
which we shall call PFS. A natural question which arises is whether we can use meta-
modeling technology to improve patterns representation. A naive way to model patterns
is to associate concepts with each of the fields used by [10] and [20]. Note, however,
that this way is not useless to capture specific characteristics of S&D patterns.

The Pattern Fundamental Structure (PFS) is a meta-model which defines a new
formalism for defining S&D patterns. The PFS is presented in the right side of Fig. 2.
The originality of this approach is to consider patterns as building blocks that expose
services (via interfaces) and manage S&D and RCES properties (via features) yielding
a way to to capture meta-information related to patterns and their context of use. As we
shall see in the left side of Fig. 2, we based our representation on a component vision.

The follow paragraphs detail the principals classes of our meta-model–all described
in form of UML notations:

– FPattern. This block represents a modular part of a system that encapsulates a solu-
tion to a recurrent problem. A FPattern defines its behavior in terms of provided and
required interfaces. Such a FPattern serves as a type whose conformance is defined
by these provided and required interfaces. One FPattern may therefore be substi-
tuted by another only if the two are type conformant. Larger pieces of a system’s
functionality may be assembled by reusing patterns as parts in an encompassing
pattern or assembly of patterns, and wiring together their required and provided
interfaces. A FPattern is modeled throughout the development life cycle and suc-
cessively refined into deployment and run-time. A FPattern may be manifest by
one or more artifacts, and in turn, that artifact may be deployed to its execution
environment. A deployment specification may define values that parameterize the
pattern’s execution.

– FIdentity. This is the identity card of the pattern. This artifact is based on the GoF
[10] information.

– FFeature. This information allows one to classify and to configure pattern’s param-
eters (e.g. S&D parameters). Another issue is expressing the services provided by
the FPattern. It can be implemented as: Properties to classify and to configure some
parameters, for example S&D parameters, and to express the services provided by
the pattern. Properties can be used by configuration tools to preset configuration
values of a FPattern.



– FInterface. A FPattern possesses provided and required interfaces. A provided in-
terface is implemented by the FPattern and highlights the services exposed to in-
teract with its environment. A required interface corresponds to services needed by
the pattern.

– FInternalStructure. It describes the implementation of the FPattern. Thus the In-
ternalStructure can be considered as a white box which exposes the details of the
FPattern.

Static Internal 
Structure

Dynamic Internal 
Structure
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Interface

Internal 
Interface

Fig. 2. Pattern Fundamental Structure

4.2 Domain Independent Pattern Model

This level describes artifacts at middle level of abstraction. This is an instance of the
PFS. As a side remark, at this level a pattern contains generic information to specialize
for a specific domain. Figure 3 depicts the representation of a S&D pattern at this level.
As we shall see, we introduce new concepts through instantiation of existing concepts of
the PFS meta-model in order to cover most existing S&D patterns in RCES applications.

We outline artifacts related to pattern domain independent level. That is,



Fig. 3. S&D patterns at domain independent level

– IPattern. This is the representation of a FPattern at the model level. It corresponds
to an instance of a FPattern.

– IProperty. One can define several kinds of properties. For instance, in the context
of RCES we propose to address the following standards non-functional properties:
• Security: AccessControl, Integrity, Authenticity, Confidentiality, ...;
• Dependability: Availability, Reliability, Maintenability, ...;
• RCES: timeDelay, RamSize, ...;

– IInterfaces. It is necessary to instantiate the interfaces of a FPattern. For instance,
we consider External Interfaces nature that allow implementing interaction with
regard to:
• integrate a IPattern to an application model. These interfaces are realized by

the IPattern.
• compose IPatterns together.

– IInternalStructure. A Domain Independent Pattern has an internal structure that
describes its implementation. This one is composed of static elements in order to
form the structure and a set of behavior properties in order to describe its behavior.

4.3 Domain Specific Pattern Model

The objective of the specific design level, as shown in Figure 4 is to specify the S&D
patterns for a specific application domain. This level offers artifacts at down level of
abstraction with more precise information and constraints about the target domain.

We outline artifacts related to pattern domain specific level. That is,

– SPattern. It refines the IPattern. Several SPatterns can be built from a same Domain
Independent Pattern.

– SProperty. It details all properties and attributes defined at the DIPM level with
regard to the domain constraints. For instance, when dealing with RCES proper-
ties, we can consider Powerconsumption and PhysicalPlatfromSize. In addition, we
propose to add Quality property to specify the target standard (IEEE certification,



Fig. 4. S&D patterns at domain specific level

SIL, ...). The next section depicts more specific features values for the other domain
independent features.

– SInterfaces. They are specialized by domain constraints in order to implement in-
teraction with the application platform. For instance, at a low level, it is possible to
define External Interfaces nature as links with software or hardware module for the
cryptographic key management. In addition we propose to add type information to
represent operations.

5 Illustration: Majority Voter Pattern

In the followings, an example will illustrate the approach point defined in the previous
sections. For this issue, this example aims at providing a pattern from Industry Con-
trol Systems domain named Majority Voter4. The Majority Voter pattern is used in a
critical application to perform a safety-related functionality regardless the presence of
a transient fault. Such a pattern puts forward the following key points: firstly (Control
Random Hardware Failures: Processing unit), the faults that affect the acquisition and
analysis of the critical information and lead to incorrect results in the processing units
must be detected and masked; secondly (Availability of information required by the
Processing unit) The information required by the Processing unit must be available re-
gardless the presence of a transient fault; thirdly (Reliability of the information required
by the Processing unit) the information required by the Processing unit must be reliable
regardless the presence of a transient fault.

For simplicity’s sake, many functions of this use case have been omitted. We only
detail the following use cases: (1) The Redundant_Architecture applies a hardware
replication of the system to enhance the system availability/reliability in the presence
of transient fault, and (2) the Decision_Maker must decide which system is properly

4 Majority voter pattern is also known as Voter, a triple redundancy...



running. A normal scenario to use this pattern is the following: get the critical infor-
mation from the application; analyze the information in each system of the Redun-
dant_Architecture; send the data to the Decision_Maker; compare the information; send
the valid data to the Actuator.

In the next subsections, we will describe the interfaces and the properties following
the two abstraction levels (i.e., DIPM and DSPM) in order to support the two main use
cases.

5.1 Representation at DIPM

Figure 5 illustrates the representation of Majority Voter pattern at DIPM. At this level,
the pattern deals with a system which requires availability/reliability in the presence of
transient faults. With regard to the interface, at this level the Majority Voter offers three
External Interfaces:

– Redundant_Architecture: applies a hardware replication of the system to enhance
the system availability/reliability,

– Decision_Maker: outputs the desired data regardless of whether one of the channels
has a transient failure; the desired data is available regardless the presence of a
transient fault;and

– Safety_Functionality: one can use this interface to configure the pattern.

IPattern::FPattern

IInterface::FInterface

IProperty::FProperty

Majority Voter

name: Decision Maker

nature: External Interface

kind: Provided

IS&D:IProperty

Fault Tolerance

IInterface::FInterface

name: Redondant 
Architecture

nature: External Interface

kind: Provided

IInterface::FInterface

name: Safety 
Functionality

nature: External Interface

kind: Provided

Fig. 5. Majority Voter Pattern at DIPM



5.2 Representation at DSPM

The interfaces must be adapted in order to match with the specific communication used
in the domain. At this level, it is possible to refine these interfaces by defining their type
as a set of operations. Moreover, it is possible to add new interfaces. For instance, an In-
ternal Interface can be added like the Determinism Of Information and the Integrity Al-
gorithm to interact with the target Safety_Critical_Embedded_Systems_Environment.
Regarding to the properties, at the DIPM, we only specify a very generic properties.
At this level, it is possible to refine these properties by defining the class of failures.
Moreover, it is possible to add new properties. For instance, a RCES property can be
added like the Quality Standard. Figure 6 illustrates the representation of Majority Voter
pattern at DSPM.

SInterface:IInterface

SPattern:IPattern

Majority Voter

SQualityStandard::FProperty

IEC 61508 val:SIL4

name: Desion Maker
nature: External 

Interface
kind: Provided

type: DecisionMakerType

SInterface;IInterface
name: Redondant 

Architecture
nature: External 

Interface
kind: Provided

type:
RedondantArchitectureTyp

e

SInterface:IInterface
name: Safety 
Functionality

nature: External 
Interface

kind: Provided

type:
SafetyFunctionalityType

SInterface::FInterface

name: IntegrityAlgorithm

nature: Internal Interface

kind: Required

type:sequentialCode

SS&D:IPropety

Fault Tolerance Tolerant to random failures related to the processing unit

SInterface::FInterface

name:
DeterminismOfTheInforma

tion

type:
- Input agreement 
- Sequential code

nature: Internal Interface

kind: Required

Fig. 6. Majority Voter Pattern at DSPM

6 Related Work

The design patterns are a solution model to generic design problems, applicable in
specific contexts. Since their appearance, and mainly through the work of Gamma et
al [10], they have attracted much interest. The supporting research includes domain
patterns, pattern languages and their application in practice.



6.1 S&D Patterns

Several tentatives exist in the S&D design pattern literature [23, 11, 24, 6, 22]. They
allow to solve very general problems that appear frequently as sub-tasks in the design of
systems with security and dependability requirements. These elementary tasks include
secure communication, fault tolerance, etc.

Particularly, [23] presented a collection of patterns to be used when dealing with
application security. The proposed catalog includes secure access layer, single access
point, check point, etc.. The work of [11] reports an empirical experience, about the
adopting and eliciting S&D patterns in the Air Traffic Management (ATM) domain, and
show the power of using patterns as a guidance to structure the analysis of operational
aspects when they are used at the design stage. A survey of approaches to security
patterns is proposed in [24].

Also, in developing fault-tolerant software applications, the use of patterns would
lead to well structured applications. That is, [6] described an hybrid set of pattern to
be used in the development of fault-tolerant software applications. These patterns are
based on classical fault tolerant strategies such as N -Version programming and recov-
ery block, consensus, voting,· · · In addition, the hybrid pattern structure can be con-
structed through recursive combination of N-Version programming and the others. The
work addressed also the power of the technique through the support of the advanced
software voting techniques. Extending this framework, [22] proposed a framework for
the development of dependable software systems based on a pattern approach. They
reused proven fault tolerance techniques in form of fault tolerance patterns. The pattern
specification consists of a service-based architectural design and deployment restric-
tions in form of UML deployment diagrams for the different architectural services. The
work is illustrated with an application to guide the self-repair of the system after the
detection of a node crash.

6.2 Pattern Languages

To give a flavor of the improvement achievable bu using specific languages, we look
at the pattern formalization problem. UMLAUT was proposed by Guennec et al. [1] as
an approach that aims to formally model design patterns by proposing extensions to
the UML meta model 1.3. They used OCL language to describe constraints (structural
and behavioral). These constraints are defined on meta-models of specified UML ele-
ments in the form of meta collaboration diagrams. Mechanisms of association of these
meta level diagrams to their instances level (instances of design patterns) are then de-
fined. This allows to model design patterns accurately in UML language. This work is
illustrated through two examples of design patterns: visitor and observer.

In the same way, Kim et al. [4] presented RBML (Role-Based Meta modeling Lan-
guage). The RBML is able to capture various design perspectives of patterns such as
static structure, interactions, and state-based behavior. This language is based on the
meta-modeling design patterns and offer three specifications: Structural, Behavioral
and Interactive. Each one is characterized by a kind of RBML meta-model: (1) SPS
(Static Pattern Specifications) is a specification of structural design pattern which al-
lows to express the static view, (2) IPS (Interaction Pattern Specification) represents



the design pattern in terms of possible interactions between different roles, (3) SIMP
(StateMachine Pattern Specifications) can add to the specification of design pattern a
point of view in behavioral to describe the various states in which it may lie in its exe-
cution.

Another issue raised in [8] and [5] is visualization. Eden et al. [8] presented a formal
and visual language for specifying design patterns called LePUS. It defines a pattern in
an accurate and complete form of formula with a graphical representation. A diagram
in LePUS is a graph whose nodes correspond to variables and whose arcs are labeled
with binary relations. With regard to the integration of patterns in software systems, the
DPML (Design Pattern Modeling Language) [5] allows the incorporation of patterns in
UML class models.

6.3 S&D Modeling Languages

Many studies have already been done on modeling security in UML. [14] presents an
extension UMLsec of UML that enables to express security relevant information within
the diagrams in a system specification. UMLsec is defined in form of a UML profile
using the UML standard extension mechanisms. [16] presents a modeling language
for the model-driven developmentofsecure, distributed systems based on UML.Their
approach is based on role-based access control with additional support for specifying
authorization constraints. SecureUML is a modeling language that defines a vocabulary
for annotating UML-based models with information relevant to access control.

In [12], we proposed a methodology associating model-driven approach and com-
ponent based development to design distributed applications that has fault-tolerance
requirements. UML based modeling is used to capture application structure and re-
lated non-functional requirements thanks to the complementary profile named FT pro-
file which is composed of an extension of a subset of QoS&FT and uses NFP (Non
Functional Properties) sub-profile of MARTE[17] (profile for Modeling and Analysis
of Real-Time Embedded systems). Stereotypes dedicated to fault-tolerance specify the
fault-detection policy, replication management style, replica group management. From
this model we generate descriptor files (according to Deployment and Configuration
standard (D&C)) to build bootcode (static deployment) which instantiates, configures
and connects components and to load configured components. Within this process, com-
ponent replication and FT properties are declaratively specified at model level and are
transparent for the component implementation.

In addition to the above, the recently completed FP6 SERENITY project has intro-
duced a new notion of S&D patterns. SERENITY’s S&D patterns are precise specifi-
cations of validated security mechanisms, including a precise behavioral description,
references to the S&D provided properties, constraints on the context required for de-
ployment, information describing how to adapt and monitor the mechanism, and trust
mechanisms. Such validated S&D patterns, along with the formal characterization of
their behavior and semantics, can also be the basic building blocks for S&D engineer-
ing for embedded systems. [21] explains how this can be achieved by using a library of
precisely described and formally verified security and dependability (S&D) solutions,
i.e., S&D classes, S&D patterns, and S&D integration schemes.



6.4 Positionning

While many S&D patterns have been designed, still few works propose general tech-
niques for S&D patterns. As soon as most of them uses the same generic concepts to
characterize patterns, there is not a real consensus about what is a pattern. Furthermore,
the term pattern is often ambiguous because it is used to encode the solution of a recur-
rent problem and to deal with a model instead of pattern implementation. In software
engineering, design patterns are considered as effective tools for the reuse of specific
knowledge. However, there is still a gap between the development of the system and the
pattern information.

For the first kind of approaches [10], design patterns are usually represented by
diagrams with notations such as UML object, most often accompanied by textual de-
scriptions and examples of code to complete the description. Furthermore their structure
is rigid (Context, Structure, Solution, etc.). Unfortunately, the use and / or application
of a pattern can be difficult or inaccurate, in effect; the existing descriptions are not
formal definitions and sometimes leave some ambiguity about the exact meaning of
patterns. There are some promising and well-proven approaches [7] based on Gamma
et al. However this kind of techniques do not allow to reach the high degree of pattern
structure flexibility which is required to reach our target. is a framework that aims the
specification of design patterns. The visualization technique promoted by LePUS [8]
is interesting but the degree of expressivity proposed to model design a pattern is too
restrictive.

UMLsec [14] (approach based on modeling security in UML) and our proposal are
not in competition but they complement each other by providing different view points to
the secure information system. In concept, our modeling framwork is similar to the one
proposed in SERENITY project. However, Nevertheless the pattern structure is rigid
(a pattern is defined as quadruplet) and consequently is not usable to capture specific
characteristics of S&D patterns. We note, however, that SERENITY proposes several
levels of abstraction to bridge the gap between abstract solution and implementation but
not to get a common representation of patterns for several domains.

As a side remark, note that our goal is encode pattern following different levels of
abstraction to get a common representation of patterns for several domains. That is,
we propose an even high level abstraction to represent S&D patterns to capture several
facets of security and dependability in the different domain of RCES, not an implemen-
tation of a specific solution.

7 Discussion and Conclusion

In this paper we proposed a model-based patterns to deal with security and depend-
ability for resource constrained embedded systems with trust requirements. This work
will be used as brick to build a trusted applications through a model driven engineering
approach.

Our proposition is based on several levels of abstraction: meta, generic and domain
specific levels. The aim at the meta level is to capture, at high level, a set of generic
properties by determining in advance if the artifact (e.g. pattern and interfaces) has or



uses a certain kind of generic properties. We use software component structure vision
(such as defined in CBSE) to capture several facets of security and dependability in
the different domain of RCES. The result flexible structure allows to use the pattern in
RCES on easy way. In order to illustrate our findings in the context of embedded sys-
tems, a demonstrative case study that has dependability requirements (majority voter)
is examined: industrial control system domain. For instance to use a redundancy with
voter protocol to tolerate transient failures, at generic level we define instances of ar-
tifacts to encode majority voter pattern including interfaces, properties,.... Then, the
domain specific level allows to specialize it to the industrial control system domain
with more dedicated information.

The key is then to show that the major sectors of RCES dealing with security and
dependability become covered by our approach. This result raises new and previously
unanswered questions about general techniques to encode S&D patterns. We believe
that this result is of particular interest to build a trusted computing engineering disci-
pline that is suited to a number of sectors in resource constrained embedded systems.

The next steps are primarily to implement other patterns including those for security
and dependability to build a repository of S&D patterns. This will used as a suited
tool to examine the compliance and the completeness of our meta-model. Then, we
plan to study frameworks to verify and validate patterns following the different level of
abstraction in order to build a proved pattern in an unified way. For instance, we aim at
ensuring that the pattern is still correct with regard to its intention after the execution of
transformation rules in order to specialize it.

Another objective for the near future is to provide guidelines concerning both the
implementation of S&D patterns, to catalog them and to integrate them in a MDE pro-
cess.
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